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Abstract. Self-organized reuse of artifacts from software and system 
development, using the lightweight Wiki-Technology, promises a sustainable 
preservation and availability of business-critical information. However, due to 
the organic, sometimes chaotic growth of content inside a Wiki, additional 
support for structuring the knowledge and finding interrelated useful content is 
needed. The enhancement of Wiki content with ontologies – named semantic 
Wikis - can solve these problems. The application of such semantic Wikis and 
the development of reasoning mechanisms for software engineering is subject 
of the project RISE (Reuse in Software Engineering).  

1 Introduction 

The successful, methodic reuse of software artifacts was first motivated by Dough 
McIllroy on the 1968 NATO conference of Software Engineering. Despite this long 
tradition, systematic reuse is still facing several challenges. These challenges are 
caused by insufficient support for the reuse steps [2] search, evaluation, and 
adaptation. Concerning search, people do not find existing artifacts or do not even 
start to search due to the effort related with it. Evaluation challenges are mostly 
caused by either lengthy or insufficient documentation of the artifact found. This 
leads often to bad understanding and thus difficulties in evaluating the retrieved 
artifacts. Finally, adaptation refers to the (perceived) effort to understand and adapt 
the artifact in contrast to the effort to its first creation. Key to support all three steps is 
the identification of potential reuse candidates according to their similarity of the 
artifact to be created [26]. Determining this similarity is a complex task, since 
multiple criteria (e.g., project characteristics, technologies, desired non-functional 
requirements) need to be taken into account.  
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Reuse requires that the reused artifacts are “fit for reuse”, i.e., that the developed 
artifacts are represented in an understandable way and that they are useful to other 
people who did not create these artifacts. Therefore, reuse implies an intra-
organizational, cross-project coordination of development activities. Most of the reuse 
approaches ([1], [2]) address this issue by suggesting certain dedicated organizational 
structures. In order to reduce the effort for such dedicated organizational structures, 
self organization of the community could be done by lightweight communication 
platforms and the usage of agile development approaches. Self-organized reuse means 
that the community does not only provide the artifacts to be reused, but also cares 
about how to organize them. However, this self-organized reuse implies to distribute 
the effort for the “development of artifacts for reuse” within the community. 
Otherwise, it would just replicate the dedicated structures to the communication 
platforms. Therefore, to support self-organized reuse, the effort for annotating 
artifacts needs to be done as a work that is directly beneficial to the developing 
projects and their creators.  

This paper addresses self-organized reuse in the domain of software development 
and presents an approach where artifacts are captured and reused by means of 
semantic Wikis. The objectives of this paper are: 
• to show the necessity and usefulness of semantics in Wikis in general,  
• to introduce a new paradigm of Wikitology, i.e., where the Wiki itself act as the 

ontology,  
• and to present an implementation of a Wikitology in the domain of software 

engineering. 
 

Before semantic Wikis are introduced and motivated for self-organized reuse of 
software artifacts, the next section elaborates shortly the advantages of Wikis and 
provides examples of Wikis in software engineering. Section 3 describes the lack of 
semantics in Wikis and motivates how ontologies could help to address this problem. 
Section 4 introduces the new paradigm of Wikitology and provides a concrete 
application example for gathering and exchanging artifacts during the requirement 
phase of software development.  

2 Wikis for Software Engineering 

In order to realize the self-organized reuse in software engineering – in particular 
when performed under the agile software development paradigm [14] – Wikis [4] can 
be seen as a lightweight platform for exchanging reusable artifacts between and 
within software projects. From our perspective a Wiki system can be considered as 
lightweight Organizational Memory [7] or Experience Factory [11]. Wikis facilitate 
the communication by a basic set of features and delegate the actual way of 
coordination to the people who are using the Wiki. From the authors’ point of view, 
these basic features are: one place publishing, meaning that there is only one version 
of a document available that is regarded as the current version; simple and safe 
collaboration refers to versioning and locking mechanisms that most Wikis provide; 
easy linking means that documents within a Wiki can be linked by their title using a 
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simple markup; description on demand means that links can be defined to pages that 
are not created yet, but might be filled with content in the future. 

In summary, using a Wiki is like working in an “open source” knowledge 
repository, where content can be edited collectively using a web browser. In 
particular, this allows us to set up software development infrastructures that have a 
low technical barrier for usage.  

Wikis were initially used in a software engineering setting, namely the portland 
pattern repository [4]. Furthermore, they are often used to support software 
development, in particular in the area of Open Source Software. The Wikis of the 
Apache Foundation [27] are a prominent example of this application scenario. Some 
examples of Wikis offer specific functionality for software engineering:  
• Trac [16] is a Wiki written in python that integrates an issue tracker, allowing 

relate Wikis pages to issues and vice versa. Furthermore, the python code of a 
project can be integrated as read-only documents.  

• MASE [17][18] is an extension to the JSP Wiki that offers plug-ins for agile 
software development, in particular for iteration planning and integration of 
automated measurement results. 

• SnipSnap [21][41] is implemented in Java and allows a read only integration of 
code documentation. Furthermore, it offers support for the integration of Wiki 
entries into the integrated development environment eclipse. 

• Subwiki [28] is a Wiki implementation that uses the versioning system subversion 
as a data repository. Since subversion allows to attach metadata to files, the 
resulting Wiki is supposed to have the same features. However, this project has 
not released a stable version yet. 

• WikiDoc [24] is a conceptual work that supports to add java code documentation 
via a Wiki interface. This allows non-programmers to participate in the creation 
of code documentation. 
 

All those examples show that Wikis are increasingly be used as a platform for 
software development. However, “regular” Wikis (see [19] for an overview of most 
of the Wikis currently available) as well as software engineering-oriented Wikis build 
upon the fact that the relation between documents and further metadata are 
maintained by the users of those Wikis. This lack of explicit semantic information is 
addressed by an extension to the regular Wiki functionality that is developed in the 
RISE project. These so-called semantic Wikis are elaborated in the next section.  

3 Semantic Wikis  

One way to organize the organic growth of Wiki content is to add structure by 
enriching Wiki-pages with additional metadata. But current standard Wikis are 
lacking machine-understandable semantics. By this lack of semantics, structuring the 
Wiki content by machine reasoning is very difficult. Furthermore, when a common 
semantic is missing, the sensible integration of similar content from other Wikis needs 
human intervention– which is often not done due to time constraints. However, the 
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emergent standards in the area of ontologies (like RDF and OWL) provide the 
techniques to express the semantics in a machine-understandable format.  

First, for the practitioner, it is often enough to conceive the proposed “semantic 
approach” as: extend your Wiki with RDF (i.e., features that support to enter metadata 
according to the RDF standard). Second, to provide a brief idea of the term semantics 
in the current context, one can say that it is about the different meaning of a word or 
statements to one person, to another person, or to a computer program. Only humans 
are able to read and understand the texts contained in the Wiki encyclopedia – for 
machines, without sophisticated processing the only thing visible of the knowledge 
contained within the Wiki is a large number of text pages which link to each other. 
Third, as a rule of thumb, an “absence of semantics” is close to “an absence of 
structure”, and typically leads to what people call information overload when they are 
searching for specific information due to the lack of filtering based on these 
semantics. 

The next section motivates ontologies for enhancing Wikis with semantics and 
illustrates the usefulness of the semantic dimension of the pyramid of ontology use. 
Examples of semantic Wikis are provided.  

3.1 Usage of Ontologies  

From the viewpoint of Artificial Intelligence, knowledge engineering, ontologies, and 
semantic web technology are very closely related, if not identical. From the viewpoint 
of software engineering, the corresponding modeling approaches are also closely 
related. All aim to capture the meaningful aspects of real world aspects and express it 
with a varying degree of formality. Recently a survey of ontology use and its further 
potential has been published [25]. In particular, they present a framework to 
characterize and structure the field of ontology applicability. From this framework, 
we adopt the semantic dimension (what the semantics stored with ontologies can be 
used for). As depicted below, the three levels of the semantic framework are: 
Communication, Integration, and Reasoning.  

 

Communication

Integration

Reasoning

 
Figure 1: Pyramid of Ontology Use (Semantic Dimension) According to [25] 
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Communication: Since ontologies represent an explicit statement of relevant 
concepts in a certain domain, they allow to discuss those concepts and in order to 
reach a shared understanding of these concepts. Furthermore, by referring to concepts 
in an ontology, used concepts do not need to be explained during regular 
communication and ambiguities are reduced.  

Integration: The next level in the semantic framework is to relate the concepts to 
each other. These relations allow to navigate and to search through the domain. This 
improves understanding.  

Reasoning: According to the degree of formalization, inference about concepts and 
relations can be performed. Inference builds the most advanced application for 
ontologies. As denoted by the name of this level, this use of ontologies allows to 
reason why concepts are related and what the implications of those relations are. 

For analyzing ontologies, this framework offers two opportunities. First, it acts as a 
maturity model for the actual use of an ontology or parts of it. Second, it can be used 
as an analysis tool for determining the potential of an ontology.  

Furthermore, the maturity model implied by the framework provides a strategy to 
build up an ontology. First, the understanding of the concepts within a community 
needs to be clarified. Second, the interrelations of these concepts need to be 
discussed. Finally, reasoning about the ontology supports the coordination of the 
community. These three steps do not need to be performed in sequence: Extensions to 
the ontology that are demanded by the community could be added iteratively.  

3.2 Why using a semantic Wiki?  

Annotating the Wiki content with additional information can be beneficial to support 
reuse across projects. The shared ontology allows locating relevant information from 
further projects. However, providing this information requires additional effort from 
the content’s creator. In most cases, adding this additional information provides no 
additional benefits to the creator. In addition, the creator carries the additional burden 
to classify the content. Therefore, it is naive way to motivate this additional effort by 
that this information can be found easier, and thus, that the contribution of the creator 
is visible to a broader audience. While SE Wikis should also support this meritocratic 
approach, the additional ontology should provide a direct benefit to the creator. 
Within RISE, two main direct benefits are identified to motivate the addition of 
ontological information to Wiki content: First, by providing an ontological 
classification, further relevant Wiki content an be identified that can support the work 
of the creator. Second, automatic reasoning support the creator to find inconsistencies 
regarding the ontology.  

Since the benefits are “just” an application of reasoning mechanism to the 
ontological information, they are crucial to motivate users to actually provide this 
information. An example of how semantic Wikis could be applied to support self-
organized reuse is presented in the following section.  
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3.3 Examples of Semantic Wikis 

In this section, we present further examples of semantic Wikis. Most of these 
examples are taken from the overviews presented in [33] and [34]. Those examples 
show that a) even “regular” Wikis offer some support for structuring their content and 
b) that semantic, RDF-based Wikis can be implemented. Most of those examples are 
general purpose Wikis that do not focus on Software Engineering in particular.  
• The most common way to categorize within Wikis is the usage of the backlink 

function of a Wiki [32]. Basically, a page is created that represents a certain 
category. Pages belonging to this category have a reference to this page. The 
backlink function lists all of these references. However, this approach has a major 
disadvantage: Pages that are used to navigate to the category entry (and thus are 
not semantically belonging to this category) are also included in the backlink list. 

• Some Wikis offer additional support for structuring content. For example 
TikiWiki [35] allows assigning pages to structures (table of contents) and 
categories (taxonomy style classification). XWiki [36] offers forms (templates) 
that contain metadata, which are instantiated in documents derived from this 
form.  

• From the area of SE-specific Wikis, TRAC [16] offers a labeling feature for pages 
(smart tags) that could be used for a facetted presentation of the pages annotated 
with those tags. SnipSnap allows to determine the template of a document and 
offers RDF export. 

• Platypus [15], SHAWN [32], and Wiki.Ont [20] allow to add RDF annotations for 
each page. Pages within Platypus represent a concept. While viewing a page, the 
RDF-triples are displayed that have the current page as object (in particular pages 
that reference this page) and as subject (in particular, metadata about a page). 
SHAWN also offers navigation support based on the ontology information added 
to a page. Wiki.Ont is still in preliminary version. 

• Rhizome [37] and RDF-Wiki [38] are Wikis that provide their content in RDF, 
thus allowing to reason about their context.  

 
Only the Wikis mentioned under the last two bullets can be seen as “real” semantic 

Wikis, since they allow to adapt their content to a RDF ontology. However, all of 
them – at least in their current state – do not integrate their ontology into the Wiki, 
e.g., they neither provide metadata-templates to be filled in based on an ontology nor 
they check whether metadata entered is consistent with an ontology. Therefore, when 
related to the semantic web layer cake [31], all of these semantic Wikis implement the 
RDF and RDFS Layer. The vocabulary layer of these applications is not domain 
specific, and thus does not allow to infer about domain specific relations.  

4 Application Example of a Wikitology in Software Engineering 

Ontologies are used to improve work with corpora of information. As the definition of 
ontologies in computer science “an ontology is a specification of a conceptualization“ 
is very general, we use the term as describing the combination of concepts, instances 
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and relationships (between concepts). More precisely, with a focus on Riki - the Wiki 
variant created in the RISE project - we label this as: an ontology is the frame to 
”package“, to ”label“ and to “structure” the pages’ content. Throughout the last 
decade, the notion of ontology has gained very practical importance for systems that 
are supposed to host knowledge [7][8]. Other areas refer to such instrument 
sometimes individually different, e.g., as a metadata schema in the Digital Library or 
the e-learning areas [9]. Typically, ontologies are used for collections of content to 
induce a structure over them. Such a content structure is a means for humans or 
intelligent software, to retrieve wanted information out of the content, e.g., by 
mediating problems to solutions. 

4.1 The new Paradigm of Wikitology 

The acquisition of the right ontology for a set of content is a current scientific issue 
[8]. Further, due to the ontology being the skeleton for the knowledge assets that 
reside in the system to be retrieved, the ontology is a major crystallization point in the 
process of continually adapting the system, i.e., “its lifecycle” [10]. This leads to the 
following new idea: the concepts that are important during daily work of the users, 
belong to dedicated pages, and their meaningful relations will be links in the Riki. 

With this new paradigm, Wikitology [39][40], it is possible to smartly and semi-
automatically derive an ontology needed for information retrieval from the pages in 
the Riki itself. Such a Wikitology automatically updates “itself”, i.e., it reflects the 
changes of contained knowledge, changed views of the users accounts, new projects, 
customers, rules, trends, and ideas inside the Wiki. By considering the Riki as the 
ontology, the ontology will be always collectively edited up-to-date and will 
automatically reflect all changes.  

The practical implementation of this Wikitology is as follows: The ontology used 
by the community is edited via the Wiki itself. A set of naming conventions is used to 
determine automatically the actual ontology from the Wiki content. For example, 
document templates may start with “DocType”. This naming convention allows a user 
to add new document templates just by creating a new document starting with 
DocType (an alternative to this convention would be to use namespaces). Since those 
templates contain a reference to themselves, an instance of this template is 
automatically linked to the template. In addition, domain-ontology independent 
information like the document type or the date of creation is derived from the Wiki 
and included into the ontology. These conventions and automatic determination of 
meta-data can be seen as an easily remindable, implicit meta-ontology. 

Therefore, the main use of ontologies in RIKI is to support reuse. However, the 
ontology itself is subject to reuse as a shared understanding of the concepts relevant to 
their using community.  

One implementation of RIKI is based on the Sekt Integration Platform (SIP). This 
platform implements an RDF-based access to the ontology and supports the 
integration of further reasoning tools. For the actual determination of similarity to 
support the self-organized reuse, we use two techniques: Latent Semantic Analysis 
[29] and Case Based Reasoning [30]. 
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4.2 Application Example for Requirement Engineering 

This section presents an application example of new paradigm presented above in 
scope of the RISE project. The core of the software engineering documents 
considered in this example are adapted from the use case approach of Cockburn [22] 
and the ready set template [23]. These use cases represent a textual representation of 
the behavior of the system to be developed (these documents should not be confused 
with the graphical oriented approach suggested by the UML). We augmented those 
use cases with additional documents that capture further software engineering 
knowledge. In Fig. 2, the document ontology (i.e., the document types and their 
relationships) is presented. Besides this ontology of the documents, each document 
possesses a set of metadata. A more detailed presentation of the metadata set would 
be out of scope of this paper.  

 

 
Figure 2: Example of a Document Ontology 

To facilitate the representation, we focus on five different types of documents: 1) 
The main part of this ontology refers to requirement documents: instances of Actor 
contain descriptions of persons or entities interacting with the system like users or 
other system components, instances of User Story contain narrative descriptions of 
interactions between system and Actor, and instances of Use Case contain semi- 
formal representations of these interactions; 2) Templates define the structure, 
content, and allowed interrelations of these documents; 3) How To documents give 
information on how to create and use requirement documents. By relating them to a 
certain template, instances of How To documents could be created based on the 
related template; 4) support for structuring the whole set of documents is provided by 
Navigation documents, i.e., overviews that group the requirements documents 
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according to the document ontology or the metadata contained in the document; 5) 
Finally, Context documents contain information about the project or the authors of 
documents (like personal skills).  

This ontology can be extended according to the needs of the project or the policies 
of the whole organization. An example of such an extension could be a document 
template describing certain states of the system (e.g., user logged in) that are linked 
by different Use Cases.  

In the remainder of the section, we describe how this ontology is used in different 
scenarios to support the management and reuse of software engineering documents.  

Offering relevant documents: Since the allowed links between different document 
types are defined in the templates, suggestions for links to instances of those related 
document types can be offered. For example, while creating a Use Case, the titles that 
are instances of the template Actor are presented together with a summary of their 
content. A user can directly integrate these titles (and thus, the link to this document) 
in the current Use Case. 

Consistency checks: The semantic annotation allows also to define and execute 
consistency checks. For example, the part-of relationships imply that each Actor 
should be part in at least one Use Case. The “refined-in” relation defines a temporal 
order. Therefore, if the User Story has a more recent date than the refined Use Cases, 
these refined Use Cases need to be checked at least whether they are consistent with 
the updated User Story. 

 
Figure 3: Application Example: Cross-project Offering of Similar Documents 

Cross-project offering of similar documents: Fig. 3 illustrates how a user is 
creating a new user story. Via (indirect) linking to the project and user’s homepage, 
context information can be derived (e.g., the expertise level of the user and type of the 
system to be developed). Furthermore, by linking to the document template, the type 

Eric Ras
linking?
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of the document can be derived. This allows to find documents of the same type 
created within other projects. However, the set of those potential candidates can be 
rather large. By comparing the context information derived in the first step, this initial 
set can be restricted to documents from similar context, which offer a probable higher 
reuse potential. In RISE, we use Case-based reasoning for the retrieval of similar 
documents.  

5 Summary and Outlook  

This paper has presented an approach to support self-organized reuse by using 
augmented semantic Wikis. Augmenting Wikis with domain-specific ontologies (e.g., 
for requirements) provides a means to manage the organic growth implied by the 
Wiki approach. The introduction of a new paradigm called Wikitology enable us to 
embed semantics into the Wiki itself. This way of adding semantics supports the 
communication of used concepts within the Wiki and by performing reasoning, 
inconsistencies within pages and amongst different pages of the same document types 
can be found. Besides the empirical evaluation of the project results, the next steps of 
the RISE project focus on integrating engineering information beyond the documents 
captured in the Wiki. In particular, code developed by the projects should be 
integrated into the Wiki to allow traceability of requirements and support reuse also 
on code level. In the long run, the ontological information represented in a semantic 
Wiki could be used for model driven software development.  
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